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Abstract. A research topic of growing interest is the convergence between Collaborative Systems and Ubiquitous Computing, where context awareness is becoming a tool for enhancing collaboration processes. The application of Ubiquitous Computing concepts in the improvement of collaboration strategies created a research front called Ubiquitous Collaboration. This article proposes a framework to aid the development of collaborative applications for ubiquitous environments, called MaPS. MaPS works at one relevant stage of the collaboration. It uses context information and user profiles to improve the search for peers and the selection of communication channels. The article proposes the framework, its requirements and its architecture. Moreover, we describe a prototype and two applications which were developed with it. The framework was evaluated considering software development, based on the experience got in the implementation of the applications and aspects of functionalities. It was made through a scenario involving active participants. The results of both evaluations show the potential for using MaPS.
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Introduction

Nowadays, studies on mobility in distributed systems have been stimulated by the proliferation of portable electronic devices (for example, smartphones, tablet PCs and notebooks) and the use of interconnection technologies based on wireless communication (such as WiMAX, WiFi and bluetooth). This mobile and distributed paradigm is called Mobile Computing (Díaz et al., 2010; Satyanarayanan et al., 2009). Moreover, the improvement and proliferation of Location Systems (Hightower et al., 2006) have motivated the adoption of solutions that consider the user’s precise location for the provision of services – Location-based Services (Dey et al., 2010). The adoption of these technologies combined with the diffusion of sensors enabled the availability of computational services in specific contexts – Context-aware Computing (Bellavista et al., 2012; Knappmeyer et al., 2013). The idea consists in the perception of characteristics related to the users and their surroundings. These characteristics are normally referred to as context, i.e. any information that can be used to describe the circumstances concerning an entity. Based on perceived context, the application can modify its behavior. This process, in which software modifies itself according to sensed data, is named Adaptation (Lopes et al., 2012). In this scenario, the Ubiquitous Computing initially introduced by Weiser (1991) and Satyanarayan (2001) is becoming reality (Costa et al., 2008; Caceres and Friday, 2012).

The application of Ubiquitous Computing concepts in the improvement of collaboration strategies created a research front called Ubiquitous Collaboration (Izadi et al., 2002; Laso-Ballesteros, 2006; Farshchian and Divitini, 2010; Caceres and Friday, 2012). There are proposals to support the development of ubiquitous col-
laborative applications as discussed in Ubiquitous collaboration. These proposals span from conceptual frameworks to service platforms. Nonetheless, the selection of peers and communication channels as an initial step to foster Ubiquitous Collaboration is still an open research topic.

This article proposes the MaPS framework, which stands for Matching People to Share. MaPS aims at aiding the development of collaborative applications for ubiquitous environments. It focuses on the search for peers and for communication channels to foster interactions among participants. In this sense, MaPS uses context information (Bellavista et al., 2012; Knappmeyer et al., 2013) and user profiles (Wagner et al., 2014) to improve the results of searches. In this work we evaluated MaPS through the development of two prototypes that used the framework in their implementation.

The article is composed of six sections. Ubiquitous collaboration presents the main concepts of Ubiquitous Collaboration. Related works discusses seven related works that support collaboration in ubiquitous environments. A comparison between these works serves as the basis to discuss the contributions of MaPS. Evaluation describes MaPS, discussing its requirements, architecture, and prototype. The fifth section (Conclusions) approaches the evaluation of the framework mainly based on the implementation of two applications. Finally, the last section presents final remarks and directions for future works.

Ubiquitous collaboration

Groupware applications can be defined as “computer-based systems that support groups of people engaged in a common task (or goal) and that provide an interface to a shared environment” (Ellis et al., 1991). In this type of application, communication is a key element, because interactions among people are constant. Computers also have an important role, because computing provides several technologies to support interactions. As observed by Stahl (2002), the computer’s potential as a support tool tends to be greater when applied to groups rather than individuals. Communication among members of groups has always suffered several restrictions. Nonetheless, these restrictions can now be reduced through computational support.

In this sense, Ubiquitous Computing is a computational model that aims at satisfying the user’s needs pro-actively, acting in an invisible way (in the background) (Weiser, 1991). In addition, this model aims at providing continuous integration between technology and environment, assisting users in daily tasks. In the Ubiquitous Computing concept, applications are available anywhere and anytime and the access to networks is continuous and independent of devices. Systems developed considering this model can reconfigure themselves dynamically, adapting to the users’ contexts (Lopes et al., 2012). Moreover, invisibility (Weiser, 1993) guarantees that users access computational resources seamlessly, causing the use of computers to be an intuitive activity.

Ubiquitous Collaboration (Izadi et al., 2002; Laso-Ballesteros, 2006; Farshchian and Divitini, 2010; Caceres and Friday, 2012) explores the Ubiquitous Computing technologies to foster collaborative work. In Ubiquitous Collaboration, the mobility of users and the perception of elements around them (i.e. their contexts) are part of the collaboration process. While users are moving with their mobile devices, the system dynamically supports collaboration processes, using opportunities provided by the users’ contexts to improve their collaboration experiences.

The collaboration process can be divided into three steps (Zhang et al., 2005): (i) Find People – participants search for available users who are knowledgeable about the area of their interests; (ii) Communication among Participants – users must be able to communicate with other participants, so communication should not be restricted to a predefined set of tools; on the contrary, it should be supported regardless of the employed technology; (iii) Collaboration – participants, considering the person to communicate with and the communication mediums available, start the collaboration process. Collaboration can be described as a discussion, an exchange of ideas or computer files, or even corrections in a document. Expanding this idea, the 3C collaboration model determines that computer-supported collaboration processes are performed by Communication, Coordination, and Cooperation (Fuku et al., 2007). This model proposes that when participants are collaborating, they should talk to each other (Communication), organize themselves (Coordination), and work together in a shared space (Cooperation) (Gerosa et al., 2003).

The first step for collaboration is to know which people are available and how to find them. After this, users can interact and form groups. This process (search and selection of
users) is critical for collaboration (Zhang and Jin, 2005; Yang and Chen, 2008). Another critical point in these elementary steps is the type of communication channel employed (Fuks et al., 2007). Ubiquitous Computing with its vision of the user’s mobility and invisibility acts as a catalyst for these collaborative steps (Weiser, 1991). Mobile devices and contextual adaptation can improve the quality of search results, helping the users to access the resources that they may need (Satyanarayanan, 2001; Caceres and Friday, 2012). Ubiquitous Computing creates new opportunities of interaction and collaboration, especially among people who would not meet otherwise (Divitini et al., 2004; Farshchian and Divitini, 2010).

Related works

uLearning focuses on searching for people for collaboration processes (Zhang et al., 2005; Jin et al., 2005). Nonetheless, it does not address the problem of selecting communication channels. This work presents a conceptual model and describes an application that implements the proposed concepts. However, uLearning does not provide an API or a library for developers, which makes its reuse less in different scenarios.

Chen and Yang (Chen and Yang, 2006; Yang and Chen, 2008) propose a system that has the functionality of searching for peers based on peer-to-peer (P2P) and social networks. This proposal attaches great importance to the concept of searching for resources, which can be either digital contents or individuals. Although the system is designed for ubiquitous environments, it does not consider context information, namely, it does not use available resources in the environment to improve the search results.

UbiCollab (Divitini et al., 2004; Farshchian and Divitini, 2005) and Collaborator (Bergenti et al., 2002, 2003) provide support for developers to build collaborative applications, supplying APIs or development environments. However, these works do not provide explicit support for the functionality of selecting people and communication channels, which is one relevant requirement to provide a setting conducive to collaboration.

UCAVE (Basu et al., 2012) is a ubiquitous collaborative activity virtual environment, which enables immersive virtual collaborations with minimal and portable infrastructure. According to the work, UCAVEs are portable immersive virtual environments that leverage mobile communication platforms, motion trackers and displays to facilitate ad-hoc virtual collaboration. With a focus on immersive environments, this work does not provide a framework for the development of collaborative applications using selected people and communication channel.

MUSIC (Hallsteinsen et al., 2012) is a software development framework for collaborative applications. The framework supports several adaptation mechanisms and offers a model-driven application development approach supported by MUSIC middleware. Therefore, MUSIC is a proposal that includes a framework, methodology, and execution platform. Although the work supports applications that select people and communication channels, these applications need to run in MUSIC platform.

Luna et al. (2015) propose a methodology based on ontologies to process user profiles and to represent the interactions process between the user and the different contexts that surround this user. As a case study, some user profiles and the context of a school are presented. The work does not provide a framework for the development of collaborative applications and does not support selecting people and communication channels.

Table 1 shows a comparison between the related works. The works classified as “Yes” have the analyzed characteristic. The works classified as “No” discuss the characteristic, but do not specify it. Finally, the classification “N/A” means that the work does not specify and does not discuss the characteristic. The aspects analyzed were the following:

- User’s data model – it indicates whether the work uses user information in any of its operations;
- Context information – it shows whether the work uses any type of context information to optimize its process;
- Communication channels – it indicates whether the proposal allows to add new forms of interaction when necessary;
- Mechanism to search for people – it shows whether the work allows performing search using filters to restrict the results;
- Communication channels in searches – it indicates whether the proposal uses communication channels to restrict the search results.

This information can be obtained through a profile, in which users select the forms of interaction that they would
like to have, or even determining the type of device that the users are carrying;

• Libraries or services – it shows whether the work provides libraries or services for the development of collaborative applications;

• Extensibility – it indicates whether the work can be extended to other types of scenarios beyond the initially predicted ones;

• Environment – it indicates whether the work depends on a specific execution platform to support collaborative applications.

Besides the characteristics listed in Table 1, we highlight two additional characteristics that we consider a main contribution of the MaPS proposal. First, the works studied generally consider data explicitly provided by the users. Only MUSIC (Hallsteinsen et al., 2012) and the ontology proposed by Luna et al. (2015) use a model for user profile. MaPS considers the user profiles, and also uses context information, i.e., MaPS considers aspects around the users to perform the searches. Second, MaPS proposes to foster the collaboration considering, in an integrated approach, communication channels, users’ profiles and contexts. Although MUSIC supports a lot of collaboration characteristics, the proposal needs the specific execution platform.

Therefore, MaPS is a proposal that uses context information and users’ profile to improve the search for peers and the selection of communication channels. As a framework, MaPS allows developing applications in different scenarios for collaboration in ubiquitous environments, without considering a specific execution platform.

### The MaPS Framework

The next subsections describe the framework requirements, its architecture, and its prototype.

### Requirements about the Target Environment

One of the goals of MaPS is the definition of a solution that allows its use in different scenarios for collaboration in ubiquitous environments. However, there are basic requirements that an environment must meet to support systems developed using the framework. These requirements include functions that are not covered by MaPS, but are necessary for its operation, such as: (i) a service to manage users’ profiles (Wagner et al., 2014); (ii) a service to provide context information (Bellavista et al., 2012); (iii) and a lexical database service (Miller, 1995) with semantically related terms, which will be used to establish semantic equivalence or similarity with the terms used in the search process.

In MaPS, the user profile model is a hotspot, so it can be instantiated and customized for each application that uses the framework. Nonetheless, there is a set of basic information that must be covered by the profile schema used by the applications. The information necessary for the proper functioning of the framework is listed in Table 2.

MaPS aims at automating and optimizing the steps of selecting peers and communication channels, suggesting the most appropriate options for the users. The suggestions are based on information from the users’ contexts.

### Table 1. Comparison between the related works.

<table>
<thead>
<tr>
<th>Proposal</th>
<th>User’s data model</th>
<th>Context information</th>
<th>Communication channels</th>
<th>Mechanism to search for people</th>
<th>Communication channels in search</th>
<th>Libraries or services</th>
<th>Extensibility</th>
<th>Environment</th>
</tr>
</thead>
<tbody>
<tr>
<td>uLearning</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
<td>N/A</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>UbiCollab</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
<td>N/A</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>P2P and Social Networks</td>
<td>Yes</td>
<td>N/A</td>
<td>N/A</td>
<td>Yes</td>
<td>N/A</td>
<td>N/A</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Collaborator</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>N/A</td>
<td>N/A</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>UCAVE</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>MUSIC</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Luna et al.</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
</tbody>
</table>

In a search for peers and communication channels, context elements of the involved users can be considered to refine the search. In this case, it is important to emphasize that the selection of the context elements is influenced by the scenario in which the framework is running. The context information service, which must belong to the environment, has the task of interpreting the context data and providing transparent access to the framework, as will be discussed in the next sections.

The MaPS architecture

Figure 1 presents the framework architecture. The construction of peer selection is made through three key concepts, which are the following:

- Profiles: it contains the user’s information. This data is kept by the Profile Repository component;
- Matcher: it matches the users’ profiles. The Profile Matcher component performs this task;
- Matching Criteria: it uses predefined operators to specify a search. These operators are managed through the Criterion elements of the Requisition component.

As described in the previous subsection, the environment must provide services to manage users’ profiles, a lexical database, and to provide context information. The Profile Repository, the Lexical Knowledge Base, and the Context Middleware external components represent these services.

Table 2. Basic information of the user profile.

<table>
<thead>
<tr>
<th>Information</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Name</td>
<td>Name through which the user will be recognized by other participants in the system.</td>
</tr>
<tr>
<td>Identification</td>
<td>Unique identifier used by the application. It is used to differentiate users.</td>
</tr>
<tr>
<td>Knowledge</td>
<td>Set of user’s knowledge</td>
</tr>
<tr>
<td>Communication channels</td>
<td>List of communication channels available to the user.</td>
</tr>
<tr>
<td>Preferred communication channels</td>
<td>List of the user’s preferred communication channels.</td>
</tr>
</tbody>
</table>

Figure 1. The MaPS architecture.
The Profile Matcher component uses information of the Knowledge Base interface, which represents an abstraction of the required repositories. These repositories centralize relevant data used in the searches for peers and communication channels. Information about the users’ contexts is provided by the Context Provider interface. It is also used to improve the searches. The framework accesses the external services through the Context Provider and the Knowledge Base interfaces. These interfaces support the Context Adapter and the Knowledge Base Adapter, following the Adapter design pattern (Gamma et al., 1994).

The Profile Matcher component was built based on the Strategy design pattern (Gamma et al., 1994). This pattern defines a common interface for all heuristics of profile searches that match a given criterion, as presented in Figure 2. The Simple Matcher and the Location-Aware Matcher classes provide concrete strategies to search for profiles implementing the Profile Matcher interface. The relationship between the Profile Matcher and its implementations is marked with the “incomplete” stereotype of UML-F (Fontoura et al., 2000). This stereotype indicates that this is a hotspot and, thus, allows new implementations with different search algorithms.

The reasons for enabling more than one algorithm to perform the same function are the following: (i) not all scenarios require the same information to perform a search; (ii) it is not efficient to have an algorithm to cover different scenarios; (iii) the information that we want is not always available.

Each implementation of the Profile Matcher contains a different searching heuristic. The use of a heuristic is determined by a specific configuration of the framework or by a state of the context. For example, if there is information about the user’s location available, the algorithm can consider this data to select peers.

The MaPS framework allows the Profile Matcher implementations to be structured as a pipeline, enabling searches for profiles to be refined by various filters in an incremental manner. Figure 3 presents a User Request being mapped by the User Agent, which is a software agent that translates and forwards the user requests to the corresponding instance of ProfileMatcher. The agent searches for people who would satisfy a particular set of criteria. These criteria are transported through the pipeline and could be refined by the heuristics implemented at each stage. When the search reaches the final stage, that Profile Matcher instance accesses the Knowledge Base and returns a preliminary list of members who meet that potentially expanded set of criteria. The list flows in the opposite direction of the pipeline and can be filtered again at each stage to improve the quality of the results. For example, an intermediary step of the pipeline can classify the elements of the list according to an attribute of the context (for example, location) or can reduce the list of results because the user carries a device with limited resources.

Figure 2. The ProfileMatcher class diagram.
The search is made according to criteria established by the user. The criteria are represented by the Criterion elements shown in Figure 1. They can be defined as simple or as compound. A simple criterion relates pairs of attributes and values, through operators, that must be satisfied in a query. A compound criterion represents a group of criteria that are combined to make a more specialized query. This definition of criteria was implemented using the Composite design pattern (Gamma et al., 1994) which is presented in Figure 4. The Criterion interface represents a criterion in its abstract form and the SimpleCriterion and the CompositeCriterion classes represent a simple criterion and a compound criterion.

The SimpleCriterion class uses values and operators. The operators are defined in the ValueOperator class and act as modifiers in the searches. There are four operators, which are the following: (1) contains – it matches the exact terms informed; (2) like – it searches for semantically similar terms; (3) greater than – it looks for values higher than the informed ones; (4) less than – it searches for values lower than the informed ones. The CompositeCriterion class organizes a group of criteria using three logical operators: (1) and – it indicates that all
conditions must be met; (2) or – it signifies that at least one of the conditions must be met; (3) xor – it indicates that exactly one of the conditions must be met.

Prototype

The MaPS prototype was developed using the Java programming language. Figure 5 shows a diagram of the prototype main classes.

The MaPS class is based on the Facade design pattern (Gamma et al., 1994) which provides to the applications a point of unified access. The MaPS class contains references to the main classes used in the search process, i.e. the ProfileMatcher, the KnowledgeBase, and the ContextProvider classes. These references are obtained through the getProfileMatcherChain(), the getKnowledgeBase(), and the getContextProvider() methods. All these methods access the MaPSFactory class to create or to get instances of the classes. The MaPS class, through the match method, receives and forwards search requests to the ProfileMatcher class.

The MaPSFactory class is responsible for setting the framework according to the parameters of the MaPS.properties configuration file, which is presented in Figure 6. MaPS can run in local mode or in a client-server mode. The main difference between these modes is the capacity to build a pipeline of the ProfileMatcher that has a part in the server and a part in the client. This configuration is set by the maps.factory parameter (line 3) of the configuration file. For a local operation, the parameter must be set to DefaultFactory. For a distributed operation, the following aspects must be observed: (i) both client and server must have an instance of the MaPS framework; (ii) the client application must have the maps.factory parameter set to ClientFactory; and, (iii) the application server must have the maps.factory parameter set to ServerFactory.

The ClientFactory configuration adds a stub as the last element in the ProfileMatcher pipeline. This stub encapsulates the aspects of network communication and is responsible for forwarding the client request to the server. The ServerFactory configuration makes the framework start the pipeline with an external request, which came from a client.

The configuration of the ProfileMatcher pipeline can be made through the configuration file. The createProfileMatcherChain() method of the MaPSFactory class mounts the sequence of instances based on the maps.profileMatcher properties, following the order specified in the file. Valid values for these properties are classes that implement the ProfileMatcher interface. As shown in the diagram of Figure 2, the framework already has two classes that imple-
1 # MaPS Settings
2 # Factory of the MaPS instance
3 maps.factory=maps.factory.DefaultFactory
4 #maps.factory=maps.factory.ClientFactory
5 #maps.factory=maps.factory.ServerFactory
6 7 ## ProfileMatcher chain
8 maps.profileMatcher.0=maps.matcher.LocationAwareMatcher
9 maps.profileMatcher.1=maps.matcher.SimpleMatcher
10 # URL of the server to the client access
11 maps.remoteServer=10.0.0.1
12 13 ## ContextAdapter options
14 maps.contextAdapter=
15 16 ## KnowledgeBase options
17 maps.knowledgeBaseAdapter=

Figure 6. The MaPS configuration file.

permament different algorithms: SimpleMatcher and LocationAwareMatcher.

Moreover, the configuration file must have indicators of adapter classes (see Figure 1). These classes implement the KnowledgeBase and the ContextProvider interfaces to access external services.

Evaluation

MaPS is a framework characterized by being a semi-finished structure. According to Edwards et al. (2003), the evaluation of a framework is problematic, since it is not visible to the final users. The authors state in their work that it is only possible to evaluate the functionalities of a framework by building applications that use it and then evaluating these applications. In that way we can obtain an indirect evaluation of the framework.

Therefore, we decided to implement two applications using the framework. However, it is important to point out that when testing an application, the users will not only assess the framework, but the software as a whole. Thus, based on these prototypes, we evaluate MaPS from two perspectives: Software Development and Framework Functionalities. The following three subsections present the applications implemented and both perspectives used in the evaluation.

Applications developed using MaPS

Aiming at evaluating MaPS, we developed two applications using the framework: Looking4U and PeopleFinder. Both applications have the same requirements, which are shown in the use case diagram of Figure 7. However, the prototypes were implemented in different ways, i.e. they differed in the architecture and in the employed technology.

![Use case diagram of the applications](image-url)
As shown in the diagram, the user’s objective is to interact with people. They can communicate with anyone in the environment, even if the person is not in their contact list. To find people in the environment, the users define search filters. The searches made by the applications consider user profiles and context information, which are provided by external services. For the evaluation, the external services were simulated, generating pre-defined information.

Interactions among users can occur through different ways (for example, SMS, email, and phone). However, these interactions are not made by the applications. In the search results, the prototypes only report which communication channels are the best ones.

The Looking4U Application was developed using the Java programming language and the Eclipse IDE. We also used the JBoss application server, because it is a client-server application. The architecture of the application is shown in Figure 8. It includes a multi-level selection of profiles, because of the pipeline of the ProfileMatcher instances. The pipeline is divided between client and server. In this organization, users can use different types of devices (for example, desktops, notebooks, and smartphones). The client’s devices run the client application, which is composed of the UserAgent and the ProfileMatcher components. The UserAgent is a software agent that manages the interactions between the client and the server.

In the server application, the ContextProvider and the KnowledgeBase are adapters that access external services. These services are determined by the environment where the framework is being used. The ContextProvider component abstracts the access to the context middleware. Figure 8 shows three possibilities of middleware which could be accessed by the application: LOCAL (Barbosa et al., 2011), EXEHDA (Yamin et al., 2003) and ContextToolkit (Salber et al., 1999). The KnowledgeBase component abstracts the access to the Profile Repository service and to the Lexical Knowledge Base service. A possible lexical database that could have been used is the one proposed in the WordNet project (Miller, 1995). Moreover, a possible profile management system that could have been integrated is the eProfile (Wagner et al., 2014).

For testing purposes, the external services were simulated using Java classes within the application. As the framework encapsulates the access to these services, the use of a data simulator or a real service is not a relevant aspect in the evaluation.

The Looking4U architecture is based on a distributed solution, where both the client and the server have an active role in the searches for profiles. The configuration files used in this application reflect the architecture. They are presented in Figure 9 and Figure 10.

The factory property (line 3) of both files indicates the type of communication that will be used between the client and the server. In this case, the application is using the RMI technology. The RMIClientFactory and the RMIServerFactory classes are extensions of the Client-

![Figure 8. The Looking4U architecture.](image-url)
Factory and the ServerFactory abstract classes, which extend the MaPSFactory class.

The second application implemented is called PeopleFinder. Figure 11 shows the main page of the application and the page with the list of results of a search.

This is a web application that accesses a server through a web service. The server contains a Java application that uses an instance of the MaPS framework to offer a service to find people. The PeopleFinder was developed with the following technologies: the PHP programming language for the client application, the Java programming language for the server application, the JBoss application server for Java, the PHP server, and the Apache HTTP Server.

Differently from the first prototype, MaPS was used by this application in local form, i.e. the pipeline of filters was entirely contained in the server. In this case, the entire search is made by the server application; the Profile-Matcher chain is located only in the server.

**Evaluation of the software development**

The evaluation of the software development aims at assessing the framework through three different questions, which are the following:

(i) Does the framework support software development with different architectures? MaPS does not restrict the architecture of an application. Although the framework’s architecture is defined, it can be adapted for different application architectures;

(ii) Does the framework support the use of different user profiles and communicat-
tion channels? One of the functional requirements of MaPS is extensibility. Although the framework requires basic profile information, as described in Applications developed using MaPS, it does not restrict this support to a unique profile model. Therefore, it is possible to use MaPS in any application that uses profiles or that provides this information. Moreover, MaPS supports any media as communication channel, since it has information about its type (synchronous or asynchronous) and an identifier name.

(iii) Is the framework customizable? This question aims at evaluating the necessary efforts to extend MaPS considering different cases of usage.

The results of this evaluation are empirical, and they were originated from the experiences that the developers had during the implementation of the applications. Each application was developed with a different architecture. The development of Looking4U used a distributed architecture, i.e. dividing the pipeline of filters between the client and the server. For the PeopleFinder application, the approach used was different. Since this is a web application, all functionalities of searching for users were kept centralized in a server, and the application accessed them through a web service. Both applications used the MaPS framework, and their different architecture did not affect the functionalities of MaPS.

To establish the remote communication, the Looking4U used the RMI technology. The factory classes implement this type of communication. The PeopleFinder used the web service technology. Since the MaPS framework does not provide support for this technology, the developer had to develop the web service. However, it is important to note that the search results were not compromised by the implementation of the communication mechanism that was not provided by the framework; on the contrary, the search results worked in the same way.

The analysis made during the development of the applications showed that MaPS satisfies the requirements indicated in the three questions. First, the development of two applications with different architectures allows to answer positively the first question. Moreover, the applications treated a different management of user profiles. Looking4U used the KnowledgeBase component to simulate the access to an external Profile Repository service. PeopleFinder implemented the user profiles directly in the application. The communication channels were used by both applications to select the peers, although none of them supports the use of the channels. So, MaPS supported different user profiles and communication channels to select peers and to indicate the best channel. The second question can also be answered positively. Finally, answering the third question, it is possible to consider the framework customizable, because it was used to develop two different applications without a significant effort of development.

**Evaluation of the framework functionalities**

The evaluation of the framework functionalities aims at assessing the functionalities that MaPS must support in a collaborative application, i.e. the search for peers and communication channels. The evaluation was made through a test with 12 participants from a community of software developers in two phases.

In the first phase we presented to the participants a scenario based on an application implemented with the framework functionalities. This scenario helped the participants to understand the goal of MaPS. After this, the participants did an activity where they played the role of the search filter. The steps of this phase were the following:

(i) We presented to the participants a list of 16 fictional people (characters) with their profiles, composed of the current status (offline or online), knowledge areas and type of communication channels used;

(ii) Based on a scenario, the participants received a set of criteria that should be satisfied in the search for peers;

(iii) The participants indicated which characters should be returned in the search, explaining their decisions.

This test uses context information only about the character's status, but any other information could be used, for example, information about the character's location could be included in the search by creating a new context location criterion. The scenario presented to the participants in step 2 involved a person looking for a peer to collaborate with. This person used some criteria related to knowledge areas and communication channels to select the possible peers.
The 12 participants rated the characters according to their ability to collaborate in the scenario. For example, Table 3 shows the number of votes that the character G had in each position of the rank. As the table shows, three participants selected the first position for the character G, five others selected the second position, and the rest selected the third position. Thus, all 12 participants classified the character G in some position. In addition, it is important to note that nobody selected the fourth position for this character.

After the participants classified the characters, we calculated their level of ability to collaborate. The ability level of each character was calculated through Equation 1.

Equation 1. Ability level

\[ \text{Ability}(i) = \sum_{n=1}^{x} (F_n(i) \times 2^{-n}) \]

The \( \text{Ability}(i) \) represents the ability level of the \( i \) character to collaborate in the scenario. This level is calculated through the weighted sum of the frequencies, which are represented by \( F \), that the character appears in each one of the \( n \) positions of the rank \( (F_n(i)) \). As the rank has four positions, the \( x \) value is 4. The weight given to each element of the sum \( (2^{-n}) \) is based on a geometric progression in order to highlight the most suitable elements from others. Figure 12 presents the results of the ability evaluation. Of the 16 characters, 6 appeared at least once in the participant’s ranking. The four characters with the highest ability level, ordered in descending order, were the following: J, G, N, and F.

In the second phase of the evaluation we used the PeopleFinder application to make the same search that the 12 participants carried out. The application considered the same characters and search criteria. In the end of the PeopleFinder search, we obtained the following list (in decreasing order of importance): J, G, N, and F. This list matches the list obtained from the participants’ classification. Analyzing this result, we conclude that the application returned relevant results for the scenario considered. In addition, analyzing together the participants’ answers and the applications’ results, we obtained the following complementary information:

- 1 participant (8.33% of the sample) provided exactly the same result as the PeopleFinder;
- 7 participants (58.33% of the sample) provided the same three first results as the application, but not in the same order;
- All participants presented in their lists, in some position, the first and the second character provided by the application;

Table 3. Number of votes of the character G in each position of the rank.

<table>
<thead>
<tr>
<th>Character</th>
<th>First position</th>
<th>Second position</th>
<th>Third position</th>
<th>Fourth position</th>
</tr>
</thead>
<tbody>
<tr>
<td>G</td>
<td>3</td>
<td>5</td>
<td>4</td>
<td>0</td>
</tr>
</tbody>
</table>

Figure 12. Characters’ ability level.
• 11 participants (91.67% of the sample) presented, in some position, the first, the second, and the third character provided by the application;
• 7 participants (58.33% of the sample) presented, in some position, the same results provided by the application.

We can note that all participants presented in their lists, in any order, the first two results provided by the prototype developed with MaPS. In addition, only one user did not cite, in any order, the first three results provided by the application. According to these results, we conclude that for more than 90% of the participants the MaPS framework was correct in the first three results.

This experiment of course has a minimum population to search. This was done to allow the participation of the volunteers. With 16 profiles we presented a situation where people could realize a search manually considering a defined criterion.

With the results obtained by the prototype, which are very similar to the ones indicated by the participants, we see that they are relevant. Considering this and the fact that the MaPS framework has a potential to be used by an application with thousands of profiles, we can see the advantages of its use. It is very difficult for a human to make a search in this scenario.

Conclusions

This article proposed a framework to assist in the development of collaborative applications for ubiquitous environments called MaPS. The framework focuses on the process of searching for communication channels and people to collaborate with, which are considered relevant aspects of Ubiquitous Collaboration (Izadi et al., 2002; Laso-Ballesteros, 2006; Caceres and Friday, 2012). MaPS uses context information and users’ profiles to make the search more effective.

Related works presented a discussion of seven related works considering eight aspects of comparison. MaPS comprehends all the aspects discussed. As we can see in the comparison, the processes involved in the elementary steps of a collaboration, peer and communication channel selection, are not fully explored by the presented works. Thus there are opportunities for a new contribution.

Moreover, we can underline three additional contributions. First, all related works use in the searches data explicitly provided by the users. On the other hand, MaPS introduces the possibility of using context information provided by an external context middleware. Second, MaPS is the only model that proposes an integrated approach involving user profiles, context information and a lexical knowledge base. Finally, MaPS consists in a general framework that can be customized to support different collaborative applications, as shown in its evaluation.

The following general conclusions were reached in this work: (i) it is possible to use context information and users’ profiles in an integrated approach to improve the search for collaborative peers; (ii) it is viable to create a general framework dedicated to develop ubiquitous collaborative applications. Moreover, specific conclusions about the proposed model can be highlighted: (i) MaPS contains the basic components to support the search for collaborative peers in ubiquitous environments; (ii) the initial applications developed attest to the usefulness of the framework and its extensibility; (iii) the initial results obtained in the evaluation of the framework functionalities attest to the good precision that can be obtained using MaPS.

According to Pree (1999), a framework must be specialized several times, continuously, in order to discover its faults and to correct them, and still to identify new hotspots that were not discovered at a first moment. In this sense, it will be important to improve the functionalities of the two applications developed. Moreover, MaPS should be applied in the development of new applications, mainly considering different domains. MaPS enables one to develop applications that use any kind of context information in their searches. This characteristic should be better explored and evaluated in future applications. Additionally, MaPS can be extended to support Recommendation Systems, where users would evaluate the performance and proficiency of their collaborators. MaPS can use this information as a filter to improve the search process.
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